# Apache Spark eco system & anatomy interview Q&As

Posted on [September 16, 2020](https://www.java-success.com/apache-spark-anatomy-interview-qas/)

Q01. Can you summarise the Spark eco system?  
A01. Apache Spark is a general purpose cluster **computing** system. It provides high-level API in Java, Scala, Python, and R. It has **6 components** Core, Spark SQL, Spark Streaming, Spark MLlib, Spark GraphX, and SparkR. All the functionalities being provided by Apache Spark are built on the top of **Spark Core**. Spark Core is the foundation of in-memory parallel and distributed processing of huge dataset with fault-tolerance & recovery.

Spark Eco System

The **Spark SQL** component is a distributed framework for structured data processing. **Spark Streaming** is an add on API, which allows scalable, high-throughput, fault-tolerant stream processing of live data streams. Spark can access data from sources like **Kafka**, **Flume**, **Amazon Kinesis** or **TCP socket**. **MLlib** in Spark is a scalable Machine learning library. **GraphX** in Spark is API for graphs. The key component of **SparkR** is SparkR DataFrame.

Q02. What are the key execution components of Apache Spark?  
A02. The 5 key components of Apache Spark are:

1) Spark **Driver**  
2) **Application Master**  
3) Spark **Session** (or Spark **Context** prior to Spark 2.0)  
4) **Executors**  
5) Cluster Resource Manager (E.g. **YARN**, Kubernetes, Mesos, Nomad & Spark’s own standalone cluster manager)

These components **PLAN**, **SCHEDULE**, **EXECUTE** & **MONITOR** the Spark application.

Apache Spark Execution

As shown below, Apache Spark uses **Master/Slave** architecture. The slave nodes are also known as the **worker nodes** or **core nodes**. A typical cluster will have 100’s to 1000’s of slave nodes. This is where you have the parallel execution of **tasks**. Tasks need to be planned, scheduled, queued, executed & monitored. If any executor crashes, its tasks will be sent to different executors to be processed again.

Apache Spark Architecture – Cluster Mode

Q03. What is a Driver?  
A03. A Spark **Driver** is a process where the main method runs. The Spark driver is the process which the clients used to submit the spark program. First it converts the user program into smaller execution units called **tasks** and after that it **schedules** the tasks on the executors.

For example, A driver initiates “**map**” tasks on the cluster executors against the data in the slave nodes, and each executor returns a subset of the data back to the Driver as a “**reduce**” operation to be combined & returned back to the client as a final result.

A Spark Driver contains components like DAGScheduler, TaskScheduler, etc responsible for converting user code into Spark jobs to be executed on the cluster. A Driver contains metadata of all the RDDs & their partitions.

The Spark driver runs on the port 4040 and UI is created automatically once the user submits the spark program to the spark driver. Sparkdriver:4040/jobs/

Spark UI

Q04. What are the different Spark modes of execution?  
A04. **Client Mode** & **Cluster Mode**. These modes change the behavior as to where the “Driver” runs.

In **Client Mode** a **Driver** component of spark job will run on the machine from which a job is submitted. For example, your local machine.

In a **client mode**, the Spark master plays the role of Cluster manager. Spark master negotiates the resources with slave (aka worker) nodes and tracks their status & monitor the progress. It also makes the resources available to spark driver.

Apache Spark – Client Mode

In **Cluster Mode** job submitting machine is remote from “spark infrastructure” as shown in the cluster diagram. The job will be submitted from a local machine or an edge node, but the Driver will be running in the cluster.

**spark-shell** should be used for **interactive**queries as it needs to be run in yarn-client mode so that the machine you’re running on acts as the driver. For **spark-submit**, you submit jobs to the cluster then the task runs in the cluster.

##### YARN client mode

Java

|  |  |
| --- | --- |
| 1  2  3  4 | $ spark-shell –-master yarn  $ spark-shell –-master yarn –-deploy-mode client |

##### YARN cluster mode

Java

|  |  |
| --- | --- |
| 1  2  3  4 | $ spark-submit –-class com.myapp.MySparkApp myspark.jar yarn-client  $ spark-submit –-class com.myapp.MySparkApp myspark.jar yarn-cluster |

You can also run Spark in **local mode**. This is a non-distributed single JVM deployment mode, where Spark spawns all the execution components – driver, executor, and master in the same single JVM. This is the only mode where a driver is used for execution.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | local[\*],local,local[2]…etc  ...  $ spark-shell –-master local[1]  $ spark-submit –-class com.myapp.MySparkApp myspark.jar local[1] |

Spark distribution comes with its own resource manager. When your program uses spark’s resource manager, execution mode is called **Standalone cluster mode**.

Java

|  |  |
| --- | --- |
| 1  2  3  4 | $ spark-shell –-master spark://hduser:7077  $ spark-submit –-class com.myapp.MySparkApp myspark.jar spark://hduser:7077 |

The only difference between Standalone mode and local mode is that in Standalone mode you are defining “containers” for the worker and spark master to run in your machine, but in local mode you are just running everything in the same JVM in your local machine.

Q05. What is an Application Master in Spark?  
A05. An **Application Master** is the process that requests resources from the cluster and make these available to the spark driver in-turn to execute the tasks in the executors. It is created on the same node as the Driver in the **cluster mode** when **spark-submit** is invoked. Each Spark application will have its **own** dedicated Application Master.

In a **client mode**, the Spark master plays the role of Cluster manager. Spark master negotiates the resources with slave nodes and tracks their status & monitor the progress. It also makes the resources available to spark driver.

Q06. What is a Spark Session or Spark Context?  
A06. A “**SparkContext**” is the **main entry point** for a Spark job prior Spark version 2.0. Starting from Apache Spark **2.0**, **Spark Session** is the new entry point for Spark applications. A Spark context is created by the Spark driver for each individual Spark programs when it is first submitted by the user.

Q07. What is a Cluster Resource Manager?  
A07. In a distributed computing, a **cluster resource manager** is responsible for monitoring the **containers** in the slave nodes and reserving the resources on these nodes upon request by the application master. The application master in turn makes these resources available to the spark driver program to execute the tasks and stages in executors. These containers are reserved based on the needs of the executors.

A **SparkSession** can connect to any cluster resource manager like YARN, Kubernetes, Mesos, etc.

Q08. What are the Spark executors?  
A08. Spark **executors** in the slave (aka worker or core) nodes are responsible for executing the assigned tasks. The results of each task are returned to the Spark Driver. Executors can be **statically allocated** via spark-submit arguments or **dynamically allocated** based on the overall work load by adding & removing executors. The dynamic allocation can adversely impact other spark jobs running in the cluster.

Executors only know of the tasks allocated to them and it’s the responsibility of the spark driver to coordinate a set of tasks with the correct dependencies.

Q09. How do you know which piece of code runs on driver or executor?  
A09. A Spark application consists of a **single Driver process** and **one or more Executor processes**. Driver process is responsible for a lot of things including directing the overall control flow of your application, restarting failed stages and the entire high level direction of how your application will process the data.

You can increase or decrease the number of Executors dynamically depending upon your usage, but the Driver will exist throughout the lifetime of your application.

As a rule of thumb everything that is executed inside functions like map, filter, flatMap, combineByKey, etc should be handled by executor nodes. Everything outside these are handled by the driver.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | from pyspark.sql import SparkSession    # Runs in Driver  conf = SparkConf().setAppName(appName).setMaster(master)  sc = SparkSession\          .builder\          .appName("PythonWordCount")\      .config(conf=conf)          .getOrCreate()    # Runs in Driver. Driver splits linesRDD into tasks to be run in Executors  # Driver will send tasks to executors via Cluster Manager  linesRDD = sc.textFile("hdfs://...")    # Runs in executors as parallel tasks  wordsRDD = linesRDD.flatMap(lambda line: line.split(" ")    # Runs in executors as parallel tasks  wordCountRDD= wordsRDD.map(lambda word: (word, 1))    # Runs in executors as parallel tasks.  resultRDD = wordCountRDD.reduceByKey(lambda a, b: a + b)    # Runs in executors  resultRDD.saveAsTextFile("hdfs://...")    # Runs in Driver  spark.stop() |

**Spark SQL joins & performance tuning interview questions & answers**

Posted on [September 25, 2020](https://www.java-success.com/spark-sql-joins-performance-tuning-interview-questions-answers/)

Q1. What are the different types of Spark SQL joins?  
A1. There are 3 types of joins.

1) **Sort Merge Join** – when both table 1 & table 2 are large. You need to shuffle & sort by the join keys.

[![Spark-SQL-SORT_MERGE_JOIN](data:image/png;base64,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)](https://www.java-success.com/wp-content/uploads/2020/09/Spark-SQL-SORT_MERGE_JOIN.png)

Spark SQL Sort Merge Join

2) **Broadcast Hash Join** – when table 1 is large & table 2 is small (i.e. under 1GB). The smaller table 2 will be copied to each node to avoid shuffling with the view to improve performance.
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Spark SQL Broadcast Join

**Drawbacks**:

a) This algorithm can only be used to broadcast smaller tables, otherwise the redundant transmission of data is much greater than the cost of shuffle.

b) Since driver memory is also involved in broadcasting along with the executor memory, it can only be used for smaller tables as the driver can throw OutOfMemoryError.

Java

|  |  |
| --- | --- |
| 1  2  3 | /bin/spark2-submit --executor-cores 4 --driver-memory 2g --executor-memory 16g --conf spark.dynamicAllocation.enabled=true --conf spark.dynamicAllocation.minExecutors=4 --conf spark.dynamicAllocation.maxExecutors=20  --num-executors 6 |

3) **Shuffle Hash Join** – when table 1 is large & table 2 is relatively smaller, but greater than 1GB and “Broadcast Hash Join” cannot be performed because the broadcast table is first collected to the driver segment, and then distributed to each executor. This redundant transmission & potential Driver Memory Issue can adversely impact the job & performance.
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Spark SQL Shuffle Hash Join

Q2. When will you use these joins in Spark SQL?  
A2. Use a **hint** in your query when joining a small table. These “smaller tables” are typically **dimension tables** that do not cost a lot to copy to each node. This reduces the amount of **shuffling** required to join big fact tables to smaller dimension tables.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5 | SELECT /\*+ BROADCAST(Table\_2) \*/ COLUMN  FROM Table\_1 t1  JOIN Table\_2 t2  on t1.key= t2.key |

OR

Java

|  |  |
| --- | --- |
| 1  2  3 | table\_1\_df.join(table\_2\_df.hint("broadcast"), ["key"]) |

In spark 2.x, only broadcast hint was supported in SQL joins. This forces spark SQL to use broadcast join even if the table size is bigger than broadcast threshold. In Spark 3.0 you can add other join hints.

Java

|  |  |
| --- | --- |
| 1  2  3 | val joined\_df = table\_1.hint("shuffle\_hash").join(table\_2\_df,"key") |

Shuffle Hash Join is a join where both dataframes are partitioned using same partitioner. Here join keys will fall in the same partitions.

Spark SQL 2.4 added support for **COALESCE** and **REPARTITION** hints (using SQL comments):

Java

|  |  |
| --- | --- |
| 1  2  3 | SELECT /\*+ COALESCE(5) \*/ …​ |

Java

|  |  |
| --- | --- |
| 1  2  3 | SELECT /\*+ REPARTITION(3) \*/ …​ |

Q3. How will you know that what join the Spark SQL has used?  
A3. You can use “**explain**”

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | val sqlSimple = s"""SELECT /\*+ BROADCAST(Table\_2) \*/ COLUMN                      FROM Table\_1 t1                      JOIN Table\_2 t2                      on t1.key= t2.key"""    val df = spark.sql(sqlSimple).repartition(20)  df.explain() |

OR to shorten the plan

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | val sqlSimple = s"""SELECT /\*+ BROADCAST(Table\_2) \*/ COLUMN                      FROM Table\_1 t1                      JOIN Table\_2 t2                      on t1.key= t2.key"""    val df = spark.sql(sqlSimple).repartition(20)  df.explain(true) |

Q4. What other tips you have Spark SQL optimisation?  
A4.

**1)** As table joins can be expensive, join on numeric keys whenever possible and cast strings to integer if possible.

**2)** A common table expression (CTE) defines a temporary result set that a user can reference possibly multiple times.

Use CTE (i.e. Common Table Expression) as explained in [Common Table Expressions (i.e. CTE) in SQL using the “WITH” clause](https://www.java-success.com/sql-common-table-expressions-e-cte/) for scenarios where

a) **substring** is used in join.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | with product\_mod AS  (SELECT p.name,         Cast(Substring(prod\_group,5,4) AS  INTEGER) AS pg1,         Cast(Substring(prod\_group,1,4) AS  INTEGER) AS pg2,  FROM   product p) |

b) If your query involves recalculating a complicated subset of data multiple times, move this calculation into a CTE.

**Spark interview Q&As with coding examples in Scala – part 1**

Posted on [October 1, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-1/)

Some of these basic Apache Spark interview questions can make or break your chance to get an offer.

Q01. Why is “===” used in the below Dataframe join?

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | df1.join (df2, $"df1Key" === $"df2Key")  df1.join (df2, $"df1Key" === $"df2Key", "inner")  // inner join  df1.join (df2, $"df1Key" === $"df2Key", "left")   // left outer join  df1.join(df2).where($"df1Key" === $"df2Key")  df1.join(df2).filter($"df1Key" === $"df2Key") |

A01. Comparisons with == and != are universal. This has a problem as they compare any two values, no matter what their **types** are. The Scala compiler does give warnings when two different types are compared as shown below:

Java

|  |  |
| --- | --- |
| 1  2  3  4 | scala> 1 == "some text"  <console>:12: warning: comparing values of types Int and String using `==' will always yield false |

But, this warning coverage is **NOT** comprehensive as no warning is issued for below code:

Java

|  |  |
| --- | --- |
| 1  2  3  4 | scala> "some text" == 1  res2: Boolean = false |

Another example would be when you use a **proxy** for some data structure, the proxy and the underlying data would have different types. If you accidentally compare a proxy with the underlying type using == or a pattern match, the code is still valid, but it will just always result in **false**.

Scala prides itself as a **strong static type system**. “**===**” is a **type safe equality operator**.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | scala> "some text" === 1  res2: Boolean = false  <console>:13: error: type mismatch;  found   : Int(1)  required: String         "some text" === 1 |

Q02. When you join Dataframe, how do you know which join strategy is used by Spark?  
A02. There are 4 **join strategies**:

1) Broadcast Join  
2) Shuffle Hash Join  
3) Sort Merge Join  
4) BroadcastNestedLoopJoin

[**Learn more:** [Spark SQL joins & performance tuning interview questions & answers](https://www.java-success.com/spark-sql-joins-performance-tuning-interview-questions-answers/)].

You can use

Java

|  |  |
| --- | --- |
| 1  2  3 | resultDF.explain()   // physical query plan |

OR

Java

|  |  |
| --- | --- |
| 1  2  3 | resultDF.explain(true)   // physical & logical query plan |

**Sample output:** It is a “SortMergeJoin” in this example.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | == Physical Plan ==  Union  :- SortMergeJoin [cID#8], [customerID#23], LeftOuter  :  :- \*(2) Sort [cID#8 ASC NULLS FIRST], false, 0  :  :  +- Exchange hashpartitioning(cID#8, 200)  :  :     +- \*(1) Project [\_1#4 AS cID#8, \_2#5 AS c2#9, \_3#6 AS c3#10]  :  :        +- \*(1) SerializeFromObject [assertnotnull(input[0, scala.Tuple3, true]).\_1 AS \_1#4, assertnotnull(input[0, scala.Tuple3, true]).\_2 AS \_2#5, assertnotnull(input[0, scala.Tuple3, true]).\_3 AS \_3#6]  ........... |

Q03. How do you remove duplicate rows in Spark?  
A03. You can use **distinct()** to remove rows that have the same values on **all columns**.

On **Databricks** notebook – [**Spark Tutorials on Databricks Notebook**](https://www.java-success.com/category/java-success-com/40-data-engineers/big-data-tutorials/tutorials-databricks/).

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | %scala      case class Employee(name: String, age: Int, salary: Double)    // Create the Employees  val employee1 = new Employee("Peter", 25, 35000.00)  val employee2 = new Employee("Peter", 26, 42000.00)  val employee3 = new Employee("John", 34, 45000.00)    val employees = Seq(employee1, employee2, employee3)  val df1 = employees.toDF()    df1.distinct().show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | +-----+---+-------+  | name|age| salary|  +-----+---+-------+  |Peter| 25|35000.0|  |Peter| 26|42000.0|  | John| 34|45000.0|  +-----+---+-------+ |

Q04. What if you want to remove duplicates on selected columns?  
A04. Use **dropDuplicates()** to remove based on all columns

Java

|  |  |
| --- | --- |
| 1  2  3 | val distinctDF = dfEmployee.dropDuplicates() |

or to **deduplicate** rows based on **selected multiple columns**:

Java

|  |  |
| --- | --- |
| 1  2  3 | df1.dropDuplicates("name").show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | +-----+---+-------+  | name|age| salary|  +-----+---+-------+  | John| 34|45000.0|  |Peter| 25|35000.0|  +-----+---+-------+ |

Q05. How do you get the count by name?  
Q05. Using the “**groupBy**”

Java

|  |  |
| --- | --- |
| 1  2  3 | df1.groupBy("name").count().show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | +-----+-----+  | name|count|  +-----+-----+  | John|    1|  |Peter|    2|  +-----+-----+ |

Q06. How do you get the distinct name counts?  
A06. Function countDistinct(…) from org.apache.spark.sql.functions.\_

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | %scala      import org.apache.spark.sql.functions.\_    case class Employee(name: String, age: Int, salary: Double)    // Create the Employees  val employee1 = new Employee("Peter", 25, 35000.00)  val employee2 = new Employee("Peter", 26, 42000.00)  val employee3 = new Employee("John", 34, 45000.00)    val employees = Seq(employee1, employee2, employee3)  val df1 = employees.toDF()    df1.select(countDistinct("name")).show()  //countDistinct from functions package |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | +--------------------+  |count(DISTINCT name)|  +--------------------+  |                   2|  +--------------------+ |

Q07. How do you aggregate salary by name?  
A07. Use “**groupBy(…)**” and “**agg()/sum()**”

Java

|  |  |
| --- | --- |
| 1  2  3 | df1.groupBy("name").sum("salary").show(); |

or

Java

|  |  |
| --- | --- |
| 1  2  3 | df1.groupBy("name").agg(sum("salary")).show(); |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | +-----+-----------+  | name|sum(salary)|  +-----+-----------+  | John|    45000.0|  |Peter|    77000.0|  +-----+-----------+ |

Q08. How do you calculate average salary by name?  
A08. Use **agg()/avg()**.

Java

|  |  |
| --- | --- |
| 1  2  3 | df1.groupBy("name").agg(avg("salary")).show(); |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | +-----+-----------+  | name|avg(salary)|  +-----+-----------+  | John|    45000.0|  |Peter|    38500.0|  +-----+-----------+ |

Q09. How will you aggregate salary by name & age with different combinations?  
A09. Use “**cube(….)**”

Java

|  |  |
| --- | --- |
| 1  2  3 | df1.cube("name", "age").sum().show(); |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | +-----+----+--------+-----------+  | name| age|sum(age)|sum(salary)|  +-----+----+--------+-----------+  | null|null|      85|   122000.0|  |Peter|null|      51|    77000.0|  | null|  25|      25|    35000.0|  |Peter|  26|      26|    42000.0|  | null|  34|      34|    45000.0|  |Peter|  25|      25|    35000.0|  | John|  34|      34|    45000.0|  | null|  26|      26|    42000.0|  | John|null|      34|    45000.0|  +-----+----+--------+-----------+ |

Q10. How does rollup() differ from cube()?  
A10. **rollup(..)** returns a subset of cube(..). It computes hierarchical subtotals from left to right.

Java

|  |  |
| --- | --- |
| 1  2  3 | df1.rollup("name", "age").sum().show(); |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | +-----+----+--------+-----------+  | name| age|sum(age)|sum(salary)|  +-----+----+--------+-----------+  | null|null|      85|   122000.0|  |Peter|null|      51|    77000.0|  |Peter|  26|      26|    42000.0|  |Peter|  25|      25|    35000.0|  | John|  34|      34|    45000.0|  | John|null|      34|    45000.0|  +-----+----+--------+-----------+ |

Q11. How will you rank salary by name?  
A11. **Window** aggregate functions to the rescue. These are functions that perform a calculation over a group of records called **window** that are in some relation to the current record.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | import org.apache.spark.sql.expressions.Window    val byName = Window.partitionBy('name').orderBy('salary desc')    df1.withColumn("rank\_by\_name", rank().over(byName)).show() |

**Note:** Use “**withColumn**” to add a new column.

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | +-----+---+-------+------------+  | name|age| salary|rank\_by\_name|  +-----+---+-------+------------+  | John| 34|45000.0|           1|  |Peter| 26|42000.0|           1|  |Peter| 25|35000.0|           2|  +-----+---+-------+------------+ |

Q12. How will you display the average salary by name?  
A12.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | import org.apache.spark.sql.expressions.Window    val byName = Window.partitionBy('name')    df1.withColumn("avg\_salary\_name", avg("salary").over(byName)).show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | +-----+---+-------+---------------+  | name|age| salary|avg\_salary\_name|  +-----+---+-------+---------------+  | John| 34|45000.0|        45000.0|  |Peter| 25|35000.0|        38500.0|  |Peter| 26|42000.0|        38500.0|  +-----+---+-------+---------------+ |

Spark Scala on Databricks notebook

You can easily get started on Databricks to practice more examples with Scala by following [Getting started with Spark on Databricks](https://www.java-success.com/category/java-success-com/big-data-tutorials/tutorials-databricks/).

**Spark interview Q&As with coding examples in Scala – part 2**

Posted on [October 5, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-2/)

This extends [Spark interview Q&As with coding examples in Scala – part 1](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-1/) with the key optimisation concepts.

**Partition Pruning**

Q13. What do you understand by the concept **Partition Pruning**?  
A13. Spark & Hive table partitioning by year, month, country, department, etc will optimise **reads** by storing files in a hierarchy of directories based on the partitioning keys, hence reducing the amount of I/O needed to process your query/data. This will prevent full scanning of data by reading data only from a list of partitions, based on a filter on the partitioning key, skipping the rest.

For example, you can use active\_flag, year & month as keys to store large volume data.

Spark partition pruning

If the files are stored as above, and when you do the below operation only “**/my/base/folder/active\_flag=Y/**” and its year & month subfolders & parquet files will be scanned. The path to “active\_flag=N” will be ignored. This prevents full scan.

Java

|  |  |
| --- | --- |
| 1  2  3 | df.filter($"active\_flag" === "Y") |

Only “**/my/base/folder/active\_flag=Y/year=2020/**” and its month subfolders & parquet files will be scanned.

Java

|  |  |
| --- | --- |
| 1  2  3 | df.where($"active\_flag" === "Y" && year === "2020") |

Only “**/my/base/folder/active\_flag=Y/year=2020/month=01/**” and parquet files will be scanned.

Java

|  |  |
| --- | --- |
| 1  2  3 | df.where($"active\_flag" === "Y" && year === "2020" && month === 01) |

Q14. How will you write a dataframe data partitioned?  
A14. Using the “**partitionBy**” keyword.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | df.write.format("parquet") \    .partitionBy("active\_flag") \    .option("path", "/my/base/folder") \    .saveAsTable("mytable") |

Passing multiple columns:

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | df.write.format("parquet") \    .partitionBy("active\_flag", "year", "month") \    .option("path", "/my/base/folder") \    .saveAsTable("mytable") |

**Predicate Push Down**

A “predicate” in maths & functional programming is a function that returns a boolean value. A predicate in SQL is a **WHERE** clause used to **filter** data. In general, a JOIN is performed before filtering the data in a WHERE clause. Predicate Push Down is an optimization technique used to apply filtering before a join to avoid loading unnecessary data into memory.

Q15. What is **Predicate/Filter Push Down**?  
A15. When you execute **where** or **filter** operators right after reading a dataset, and if partition filters are present the Spark catalyst optimizer pushes down the partition filters as shown below. This means the scan reads only the sub directories that match the partition filters as in active\_flag/2020/01/, hence reducing the disk I/O.

Predicate or Filter Push Down

**Dynamic Partitioning**

Q16. In reality, you will have a large **fact** table like orders & a small **dimension** table like products. Can you apply static partition pruning in this scenario?

Java

|  |  |
| --- | --- |
| 1  2  3  4 | SELECT \* from ORDERS o  JOIN PRODUCTS p on o.product\_id = p.product\_id  WHERE p.product\_category = "WHITE\_GOODS"; |

A16. In the above example, the fact table ORDERS will be a huge table with millions of rows & PRODUCTS is a small dimension table with 100K records. The static partition pruning is not beneficial on the small PRODUCTS table. The table that is more appealing and more attractive to pruning is the huge ORDERS table, which is partitioned by **order\_date** & **product\_id**.

You can first join the small dimension table with the huge fact table to an intermediate table with a static partitioning on “product\_category”. The obvious downside is that the join operation to create an intermediate table with all rows from both tables will be an expensive one. You are also **duplicating** the whole data with an intermediate table.

Spark 3.0 has introduced **Dynamic Partition Pruning** to optimise this type of scenarios by taking the filtered results from the dimension table, and then using them directly to limit the data from the fact table.

**Conditions** for Dynamic Partition Pruning are:

1) The tables that need to be pruned (i.e. often larger fact table) **must be partitioned by any one of the join key columns**. In the above example, the ORDERS table is partitioned by “product\_id”.

2) It works only with **equi-joins**(i.e. “=”). You cannot use it for p.product\_category != “WHITE\_GOODS”

The steps involved are:

1) Scan the dimension table PRODUCTS & apply filter (i.e. p.product\_category != “WHITE\_GOODS”). If the dimension table PRODUCTS is partitioned, then filter applied is pushed down before the scan process in dimension scan.

2) Spark creates an inner subquery from the dimension table PRODUCTS, which is broadcasted and hashed across all the executors. This subquery is meant for pruning unwanted partitions from the fact table ORDERS in the scanning phase.

3) Join only the selected partitions from the fact table ORDERS with the filtered dimension table PRODUCTS.

**Constant Folding**

Q17. What is Constant Folding?  
A17. Constant Folding is a operator optimization rule that replaces expressions that can be statically evaluated with their equivalent literal values.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | %scala      import org.apache.spark.sql.functions.\_    val df1 = spark.range(5).select(lit(3) \* 2)  df1.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | +-------+  |(3 \* 2)|  +-------+  |      6|  |      6|  |      6|  |      6|  |      6|  +-------+ |

It is better to compute expression lit(3) \* 2 once, and then repeat 6 for each row. This is what the “constant folding” does.

Java

|  |  |
| --- | --- |
| 1  2  3 | df1.explain(true) // true means logical & physical plan |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | == Parsed Logical Plan ==  Project [(3 \* 2) AS (3 \* 2)#155]  +- Range (0, 5, step=1, splits=Some(8))    == Analyzed Logical Plan ==  (3 \* 2): int  Project [(3 \* 2) AS (3 \* 2)#155]  +- Range (0, 5, step=1, splits=Some(8))    == Optimized Logical Plan ==  Project [6 AS (3 \* 2)#155]  +- Range (0, 5, step=1, splits=Some(8))    == Physical Plan ==  \*(1) Project [6 AS (3 \* 2)#155]  +- \*(1) Range (0, 5, step=1, splits=8) |

In the optimized logical plan & physical plan it says “Project [**6** AS (3 \* 2)#155]”. The Spark execution has the below phases:

source: https://www.learntospark.com/2020/02/spark-sql-catalyst-optimizer.html

Q18. What is a UDF? Is it a good practice to use them?  
A18. **UDF**s stands for “User Defined Functions”.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | %scala      //my own udf fuction  val my\_upper: String => String = \_.toUpperCase      //register my function  import org.apache.spark.sql.functions.udf    val upperUDF = udf(my\_upper)    val df1 = Seq(    (1, "Aplle"),    (2, "Melon"),    (3, "Orange")  ).toDF("number", "word")    //using my udf upperUDF  val df2 = df1.withColumn("upper", upperUDF($"word"))  df2.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | +------+------+------+  |number|  word| upper|  +------+------+------+  |     1| Aplle| APLLE|  |     2| Melon| MELON|  |     3|Orange|ORANGE|  +------+------+------+ |

**Favor Spark SQL functions over UDFs** because Spark treats UDFs as blackbox, which result in losing many optimisations like: Predicate pushdown, Constant folding and many others.

The above can be achieved via built-in function “org.apache.spark.sql.functions.**upper**”

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | %scala      import org.apache.spark.sql.functions.upper    val df1 = Seq(    (1, "Aplle"),    (2, "Melon"),    (3, "Orange")  ).toDF("number", "word")    val df2 = df1.withColumn("upper", upper($"word")) // using built-in function upper(...)  df2.show() |

Avoiding UDFs is not always possible as not all functionality exists in Apache Spark functions.

**Column Projection**

Q19. What is Column Projection in Spark?  
A19. A “**Column Projection (i.e. selection)**” is to read only the required columns and skip the rest. For example, if you have a table with 100 columns, and your query requires only ten, then specify only those 3 columns in your select.

Java

|  |  |
| --- | --- |
| 1  2 | df1.select($"col1", $"col5", $"col99") |

Column oriented data formats like **Parquet** naturally stores data in a columnar fashion to save on disk I/O.

# Spark interview Q&As with coding examples in Scala – part 3

Posted on [October 8, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-3/)

This extends [Spark interview Q&As with coding examples in Scala – part 2](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-2/) with more coding examples on Databricks Note book.

**Prerequisite**: Create a free account as per [Databricks getting started](https://www.java-success.com/01-databricks-getting-started-pyspark/). Login to [community.cloud.databricks.com](https://community.cloud.databricks.com/login.html), and click on “**Clusters**” to create a Spark cluster.

Databricks Spark Cluster

You can now create a new workspace to write Spark code & attach it to this cluster. You can write the below Scala code in the workspace & run.

Q20. Given the below code, how will the data gets partitioned in the underlying file system?

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | %scala      case class Employee(name: String, age: Int, salary: Double, department: String)    // Create the Employees  val employee1 = new Employee("Peter", 25, 35000.00, "ENGINEERING")  val employee2 = new Employee("Rob", 26, 42000.00, "FINANCE")  val employee3 = new Employee("John", 34, 45000.00, "SALES")  val employee4 = new Employee("Sam", 34, 25000.00, "ENGINEERING")    val employees = Seq(employee1, employee2, employee3, employee4)  val df = employees.toDF()    df.write.format("parquet").partitionBy("department").option("path", "/employees").saveAsTable("my\_employees")  %scala      case class Employee(name: String, age: Int, salary: Double, department: String)    // Create the Employees  val employee1 = new Employee("Peter", 25, 35000.00, "ENGINEERING")  val employee2 = new Employee("Rob", 26, 42000.00, "FINANCE")  val employee3 = new Employee("John", 34, 45000.00, "SALES")  val employee4 = new Employee("Sam", 34, 25000.00, "ENGINEERING")    val employees = Seq(employee1, employee2, employee3, employee4)  val df = employees.toDF()    df.write.format("parquet")    .partitionBy("department")    .option("path", "/employees")    .saveAsTable("my\_employees") |

A20. If you click on “**Data**“, you can see the “**my\_employees**” table created.

Databricks my\_employees table

#### Partition Pruning

Click on “**my\_employees**” to view the schema & data.

Databricks my\_employees table

Under “# Partition Information”, “# col\_name” you can see “**department**” as the partition column.

Under “**Data** –> **Add Data**” –> **DBFS** (i.e. DataBricks File System) you can see the partitioned folders as shown below.

Databricks – DBFS partitioned

**/employees/department=ENGINEERING/** under which the parquet files for that department will be stored.

Q21. How will you read the stored data into a new Dataframe?  
A21. Read from the base folder path “**/employees**“. **Note**: Add a new cell with “**Add Cell Below**” in Databricks workspace as depicted below.

Databricks Notebook Commands

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | %scala      val readDF = spark.read.parquet("/employees");  readDF.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | +-----+---+-------+-----------+  | name|age| salary| department|  +-----+---+-------+-----------+  |Peter| 25|35000.0|ENGINEERING|  | John| 34|45000.0|      SALES|  |  Rob| 26|42000.0|    FINANCE|  |  Sam| 34|25000.0|ENGINEERING|  +-----+---+-------+-----------+ |

#### Predicate or Filter Pushdown

Q22. How will you demonstrate **predicate pushdown**?  
A22. If you use **filter** or **where** by “department”

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | %scala      val filteredDF = readDF.filter($"department" === "ENGINEERING");  filteredDF.show(); |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | +-----+---+-------+-----------+  | name|age| salary| department|  +-----+---+-------+-----------+  |Peter| 25|35000.0|ENGINEERING|  |  Sam| 34|25000.0|ENGINEERING|  +-----+---+-------+-----------+ |

##### explain plan

Review the logical & physical plan where you can see “**PushedFilters:**” in the “== **Physical Plan** ==” indicating that the data is filtered on read itself by only reading from the subfolder “/employees/**department=ENGINEERING**/” to save IO.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | %scala      filteredDF.explain(true)  //true for physical plan in addition to logical |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | == Parsed Logical Plan ==  'Filter ('department = ENGINEERING)  +- Relation[name#1152,age#1153,salary#1154,department#1155] parquet    == Analyzed Logical Plan ==  name: string, age: int, salary: double, department: string  Filter (department#1155 = ENGINEERING)  +- Relation[name#1152,age#1153,salary#1154,department#1155] parquet    == Optimized Logical Plan ==  Filter (isnotnull(department#1155) AND (department#1155 = ENGINEERING))  +- Relation[name#1152,age#1153,salary#1154,department#1155] parquet    == Physical Plan ==  \*(1) ColumnarToRow  +- FileScan parquet [name#1152,age#1153,salary#1154,department#1155] Batched: true, DataFilters: [], Format: Parquet, Location: InMemoryFileIndex[dbfs:/employees], PartitionFilters: [isnotnull(department#1155), (department#1155 = ENGINEERING)], PushedFilters: [], ReadSchema: struct<name:string,age:int,salary:double> |

**NOTE**: Spark uses “**lazy evaluation**“, which means the actual data is read from DBFS only when you invoke **actions** like filteredDF.show() or filteredDF.explain().

Q23. What will be the output for the below read?

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | %scala      val readDF = spark.read.parquet("/employees/department=SALES");  readDF.show() |

A23. Outputs the data by reading all the parquet files in the subfolder “/employees/**department=SALES**/”.

Q24. Can you run this as an SQL statement in the Notebook?  
A24. Yes.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | %sql      SELECT \*  FROM my\_employees  WHERE department='SALES' |

**Output:**

Databricks workspace example

#### METADATA driven Static Pruning

Q25. Will the below code skip unnecessary files?

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | %scala      val readDF = spark.read.parquet("/employees")    val filteredDF = readDF.filter($"salary" > 40000.00)  filteredDF.show()    filteredDF.explain(true) |

A25. In addition to eliminating data at partition granularity as explained above with “department”, Delta Lake on Databricks dynamically skips unnecessary files where possible by automatically collecting metadata about data files.

In the above example, Delta Lake will collect metadata for each column, and for the “**salary**” column min & max salary amount will stored for each file, and when you query for [$”salary” > 40000.00], the files for “DEPARTMENT=ENGINEERING” will be skipped as its min (i.e. 25000.0) & max (i.e. 35000.0) value is outside 40000.00, hence will be skipped.

This can be further confirmed via “**filteredDF.explain(true)**“.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | +----+---+-------+----------+  |name|age| salary|department|  +----+---+-------+----------+  |John| 34|45000.0|     SALES|  | Rob| 26|42000.0|   FINANCE|  +----+---+-------+----------+    == Parsed Logical Plan ==  'Filter ('salary > 40000.0)  +- Relation[name#114,age#115,salary#116,department#117] parquet    == Analyzed Logical Plan ==  name: string, age: int, salary: double, department: string  Filter (salary#116 > 40000.0)  +- Relation[name#114,age#115,salary#116,department#117] parquet    == Optimized Logical Plan ==  Filter (isnotnull(salary#116) AND (salary#116 > 40000.0))  +- Relation[name#114,age#115,salary#116,department#117] parquet    == Physical Plan ==  \*(1) Project [name#114, age#115, salary#116, department#117]  +- \*(1) Filter (isnotnull(salary#116) AND (salary#116 > 40000.0))     +- \*(1) ColumnarToRow        +- FileScan parquet [name#114,age#115,salary#116,department#117] Batched: true, DataFilters: [isnotnull(salary#116), (salary#116 > 40000.0)], Format: Parquet, Location: InMemoryFileIndex[dbfs:/employees], PartitionFilters: [], PushedFilters: [IsNotNull(salary), GreaterThan(salary,40000.0)], ReadSchema: struct<name:string,age:int,salary:double>    readDF: org.apache.spark.sql.DataFrame = [name: string, age: int ... 2 more fields]  filteredDF: org.apache.spark.sql.Dataset[org.apache.spark.sql.Row] = [name: string, age: int ... 2 more fields] |

You can see **PushedFilters: [IsNotNull(salary), GreaterThan(salary,40000.0)].**

#### Dynamic File Pruning

**Q26. Does Databricks support “Dynamic File Pruning”?  
A26. Dynamic File Pruning is for table joins where you have a huge fact table being probed is joined with a small dimension table. The filtered data from small table is dynamically broadcast to prune the huge table to skip files by scanning for only required files.**

**It is automatically enabled in Databricks Runtime 6.1 and higher, and for it to be applied the query must meet the below criteria:**

**1) The table being joined is in Delta Lake format.  
2) The join type is either INNER or LEFT-SEMI  
3) The join strategy is BROADCAST HASH JOIN  
4) Meet the below configuration settings & thresholds:**

**a) spark.databricks.optimizer.dynamicFilePruning (default=True)**

**b) spark.databricks.optimizer.deltaTableSizeThreshold (default is 10GB) minimum threshold on the table being probed to trigger Dynamic File Pruning.**

**c) spark.databricks.optimizer.deltaTableFilesThreshold (default is 1000) minimum threshold on the table being probed to trigger Dynamic File Pruning.**

#### Spark 3.0 Dynamic Partition Pruning (i.e. DPP)

**Q. When is DPP applied in Spark 3.0 onwards? What properties control the behavior?  
A. As explained above DPP improves job performance by dynamically inferring at runtime the specific partitions within a table that need to be read and processed for a specific query. By reducing the amount of data read and processed, significant time is saved in job execution.**

**When spark.sql.optimizer.dynamicPartitionPruning.enabled is set to true, which is the default, then the DPP will apply on the query, if the query itself is eligible. The second property is spark.sql.optimizer.dynamicPartitionPruning.reuseBroadcastOnly, which is a boolean flag controlling the use of the DPP. If this property is set to true (i.e. default), the DPP will apply only when the BroadcastExchange can be reused in the dynamic pruning filter.**

**The spark.sql.optimizer.dynamicPartitionPruning.useStats, defines whether the distinct count of the join attribute should be used, and the spark.sql.optimizer.dynamicPartitionPruning.fallbackFilterRatio sets the fallback value to use in the algorithm when the stats are disabled or unavailable.**

**Spark interview Q&As with coding examples in Scala – part 4**

Posted on [October 10, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-4/)

This extends [Spark interview Q&As with coding examples in Scala – part 3](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-3/) with more coding examples on Databricks Note book.

**Prerequisite**: Create a free account as per [Databricks getting started](https://www.java-success.com/01-databricks-getting-started-pyspark/). Login to [community.cloud.databricks.com](https://community.cloud.databricks.com/login.html), and click on “**Clusters**” to create a Spark cluster.

**In-memory lazy computation**

Q27. One of the key reasons why Apache Spark has made Hadoop MapReduce obsolete is that

“Spark computes **in-memory**, whilst Hadoop MapReduce has to read from and write to a disk. As a result, the speed of processing differs significantly. **Apache Spark can be up to 100 time faster** than MapReduce”

If Apache Spark processing in-memory, why do you need **cacheing** in Spark?

A27. Apache Spark operations are **lazy**. The

**Line 1:** read.parquet(…) is lazy, which states that the files in the folder need to be loaded, but the files are NOT loaded at this point.

**Line 2:** show() cannot be lazy as it requires observing the contents of the data. At this point the files in the folder “/employees” will be read, and the lines will displayed on the console. These operations are known as **actions**.

**Line 3:** count() cannot be lazy as it requires to count the number of rows. This is also an action. But, it will be executing the Line 1 again to read the data again from the folder “/employees”. This is very inefficient.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | %scala    val readDF = spark.read.parquet("/employees")          //Line 1  readDF.show()                                          //Line 2 - Action    readDF.count()                                         //Line 3 - Action |

How can you prevent this loading twice? This is where **df.cache()** is useful. cache() is also a lazy operation.

When **Line 3:** readDF.show() action is executed the data will be loaded, **cached**, and displayed.

When **Line 4:** is executed the contents are read from cache and count the lines.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | val readDF = spark.read.parquet("/employees")          //Line 1: Lazy  readDF.cache()                                         //Line 2: Lazy  readDF.show()                                          //Line 3 - Action    readDF.count()                                         //Line 4 - Action |

**Cacheing**

Q28. When should you cache in your code?  
A28. Identify the Dataframes that you will be reusing in your Spark application and cache them to prevent any re-computations.

1) Reading data from file systems (E.g. HDFS) & persistence object stores (E.g. AWS S3) requires expensive I/O operations. So, after you read data from the source and apply all the common operations/transformations, cache it if you are going to reuse the data.

2) By caching you create a **checkpoint** in your Spark application. This means, if any of the operations **fail** further down the execution, the lost Dataframes will be recomputed from the cache. There is no need to reload the data.

Databricks Cache

Q29. What if you don’t have enough memory?  
A29. If data does not fit the memory, it will be spilled into the local disk of executor which will be faster than reading from the source.

The readDF.cache() method invokes the readDF.**persist**(StorageLevel.MEMORY\_AND\_DISK). “**MEMORY\_AND\_DISK**” means spill to disk if does not fit in the memory.

Instead of cache(), you can invoke readDF.persist(…) various options like DISK\_ONLY, MEMORY\_ONLY, MEMORY\_AND\_DISK, and OFF\_HEAP. You can also replicate data with DISK\_ONLY\_2, MEMORY\_AND\_DISK\_2, MEMORY\_ONLY\_SER\_2, etc. “\_SER” is for serializing the data while storing, which saves memory footprint at the expense of additional processing.

Q30. Where do you check for cached data in Databricks?  
A30. Go to Clusters –> Spark UI –> Storage

Databricks Spark UI Cache

**Note**: Databricks support two types of cacheing. Delta cacheing & Apache Spark cacheing. The Delta cache is stored entirely on the local disk, so that memory is not taken away from other operations within Spark. Due to the high read speeds of modern SSDs, the Delta cache can be fully disk-resident without a negative impact on its performance.

The Delta cache automatically detects when data files are created or deleted and updates its content accordingly. You can write, modify, and delete table data with no need to explicitly invalidate cached data.

You can check the current state of the Delta cache on each of the executors in the Storage tab in the Spark UI.

When a node reaches 100% disk usage, the cache manager discards the least recently used (i.e. **LRU**) cache entries to make space for new data.

**Spark memory Mgmt**

If you don’t understand Spark memory management, you will be dealing with **java.lang.OutOfMemoryError**.
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Spark Executor Memory Distribution

**Spark interview Q&As with coding examples in Scala – part 5**

Posted on [October 11, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-5/)

This extends [Spark interview Q&As with coding examples in Scala – part 4](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-4/) with more coding examples on Databricks Note book.

**Prerequisite**: Create a free account as per [Databricks getting started](https://www.java-success.com/01-databricks-getting-started-pyspark/). Login to [community.cloud.databricks.com](https://community.cloud.databricks.com/login.html), and click on “**Clusters**” to create a Spark cluster.

Given the below Data:

Databricks Employee Data

**Spark Transformations Vs. Actions**

Q31. What will be the output of the below code?

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | %scala    import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.Row    val df1 = spark.read.parquet("/employees")  val df2 = df1.groupBy($"department").agg(sum($"salary").alias("dept\_total\_salary"))    val df3 = df2.filter($"dept\_total\_salary" > 42000.00)    val df4 = df3.map(r => r.getDouble(1) \* 1.1 )  val result:Array[Double]  =  df4.collect()     // action that triggers the above transformations    val count = df4.count()                        // action that re-triggers the above transformations |

**Note:** “r.getAs[Double](“dept\_total\_salary”)” is an alternative to “r.getDouble(1)”

A31. The output will be:

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | df1: org.apache.spark.sql.DataFrame = [name: string, age: int ... 2 more fields]  df2: org.apache.spark.sql.DataFrame = [department: string, dept\_total\_salary: double]  df3: org.apache.spark.sql.Dataset[org.apache.spark.sql.Row] = [department: string, dept\_total\_salary: double]  df4: org.apache.spark.sql.Dataset[Double] = [value: double]  result: Array[Double] = Array(66000.0, 49500.00000000001)  count: Long = 2 |

Q32. What do you understand by the terms “transformations” & “actions”? In the above code identify transformations & actions?  
A32. Spark has two types of operations.

1) **Transformations** refer to the operations applied on a Dataframe to create new Dataframe. In the above code groupBy, filter & map are transformations.

2) **Actions** refer to operations which are also applied on Dataframes, that instruct Spark to **perform computation** and send the result back to driver. In the above code collect() & count() are actions.

**Important**: Transformations are lazy in nature, which means they get executed only when we call an action like reduce(), show(), count(), collect(), etc. If you comment below lines the transformations will NOT be executed.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | //....  val result:Array[Double]  =  df4.collect()  val count = df4.count()  //... |

Q33. Is count($”department”) in below query a transformation or action?

Java

|  |  |
| --- | --- |
| 1  2  3 | val df2 = df1.groupBy($"department").agg(count($"department").alias("dept\_count")) |

A33. It is calling groupBy on Dataframe which returns **RelationalGroupedDataset** object, and count is invoked on grouped Dataset which returns a Dataframe, so its a **transformation** since it doesn’t gets the data to the driver.

Q34. Given the below operations, which ones are transformations & which ones are actions?

flatMap, mapValues, mapPartitions, sample, union, join, distinct, coalesce, getNumPartitions & reduce

A34. Except for **getNumPartitions** & **reduce**, the rest are transformation operations.

**Pipelining Vs Shuffling**

Q35. What do you understand by the terms narrow & wide transformations?  
A35. **Narrow Transformations** are those where each input partition will contribute to only one output partition. For example, map, flatMap, filter, sample, union, mapPartitions, etc are narrow transformations.

[Spark Narrow Vs. Wide transformations source: https://stackoverflow.com/questions/42799322/how-spark-realize-which-rdd-operation-need-to-be-split-into-seperate-stage]

**Wide transformation** will have input partitions contributing to many output partitions. This is known as a **shuffle** where Spark will exchange partitions across the cluster. With narrow transformations, Spark will automatically perform an operation called **pipelining** on narrow dependencies, this means that if we specify multiple filters on DataFrames they’ll all be performed in-memory. The same cannot be said for shuffles. When you perform a shuffle, Spark may write the results to disk. For example, join, distinct, reduceByKey, groupByKey, repartition, coalesce, intersection, etc are wide transformations.

**Shuffling** creates new **Stages**. More stages means more Data shuffling, which could lead to performance issues.

Spark Pipelining Vs Shuffling. Shuffling creates new stages

Q36. How will you identify contents & partitions of each Dataframe?  
A36. You can use the actions **show()** & **rdd.getNumPartitions**.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | %scala    import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.Row    val df1 = spark.read.parquet("/employees")    println("partitions: " + df1.rdd.getNumPartitions)  df1.show()      val df2 = df1.groupBy($"department")               .agg(sum($"salary").alias("dept\_total\_salary"))    println("partitions: " + df2.rdd.getNumPartitions)  df2.show()    val df3 = df2.filter($"dept\_total\_salary" > 42000.00)    println("partitions: " + df3.rdd.getNumPartitions)  df3.show()    val df4 = df3.map(r => r.getAs[Double]("dept\_total\_salary") \* 1.1 )    println("partitions: " + df4.rdd.getNumPartitions)  df4.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | partitions: 4  +-----+---+-------+-----------+  | name|age| salary| department|  +-----+---+-------+-----------+  |Peter| 25|35000.0|ENGINEERING|  | John| 34|45000.0|      SALES|  |  Rob| 26|42000.0|    FINANCE|  |  Sam| 34|25000.0|ENGINEERING|  +-----+---+-------+-----------+    partitions: 1  +-----------+-----------------+  | department|dept\_total\_salary|  +-----------+-----------------+  |ENGINEERING|          60000.0|  |      SALES|          45000.0|  |    FINANCE|          42000.0|  +-----------+-----------------+    partitions: 1  +-----------+-----------------+  | department|dept\_total\_salary|  +-----------+-----------------+  |ENGINEERING|          60000.0|  |      SALES|          45000.0|  +-----------+-----------------+    partitions: 1  +-----------------+  |            value|  +-----------------+  |          66000.0|  |49500.00000000001|  +-----------------+ |

Spark Wide & Narrow Transformations with partitions

Q37. What will be the output & no. of partitions for the below code? Why is BigDecimal used?

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | %scala    import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.Row    val df1 = spark.read.parquet("/employees")    println("partitions: " + df1.rdd.getNumPartitions)  df1.show()    val df2 = df1.map(r => (r.getAs[String]("department"),  (BigDecimal(r.getAs[Double]("salary")) \* BigDecimal(1.1)).doubleValue()))  // creates a tuple with values as \_1, \_2, etc    println("partitions: " + df2.rdd.getNumPartitions)  df2.show()    val df3 = df2.groupBy($"\_1")               .agg(sum($"\_2").alias("dept\_total\_salary"))               .withColumnRenamed("\_1", "department")    println("partitions: " + df3.rdd.getNumPartitions)  df3.show()    val df4 = df3.filter($"dept\_total\_salary" > 46200.00)    println("partitions: " + df4.rdd.getNumPartitions)  df4.show() |

A37. The above code will have the below output:

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37 | partitions: 4  +-----+---+-------+-----------+  | name|age| salary| department|  +-----+---+-------+-----------+  |Peter| 25|35000.0|ENGINEERING|  | John| 34|45000.0|      SALES|  |  Rob| 26|42000.0|    FINANCE|  |  Sam| 34|25000.0|ENGINEERING|  +-----+---+-------+-----------+    partitions: 4  +-----------+-------+  |         \_1|     \_2|  +-----------+-------+  |ENGINEERING|38500.0|  |      SALES|49500.0|  |    FINANCE|46200.0|  |ENGINEERING|27500.0|  +-----------+-------+    partitions: 1  +-----------+-----------------+  | department|dept\_total\_salary|  +-----------+-----------------+  |ENGINEERING|          66000.0|  |      SALES|          49500.0|  |    FINANCE|          46200.0|  +-----------+-----------------+    partitions: 1  +-----------+-----------------+  | department|dept\_total\_salary|  +-----------+-----------------+  |ENGINEERING|          66000.0|  |      SALES|          49500.0|  +-----------+-----------------+ |

Spark Narrow Vs Wide Transformations

**Q.** Why use BigDecimal?  
**A.** In A36. you can see the output for department SALES is 49500.0000000000**1** and NOT 49500.00. This is because multiplying floating point values causes this inaccuracy. Hence, you need to first convert to BigDecimal and then perform the multiplication operation as shown above.

**Q.** What other recommendations will you make to the above code?  
**A.** Cacheing will prevent the data being read from “/employees” many times.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | ...  val df1 = spark.read.parquet("/employees")  df1.cache()  ... |

**Q.** Where will you check for function names like “**withColumnRenamed**“?  
**A.** You need to look for the **API Docs**. Google for “**Spark 3 API**“, and select “API Docs” –> “Scala”. This will take you to the classes & methods.

Apache Spark API

RDDs and Datasets are type safe means that the compiler knows the Columns and it’s data type of the Column whether it is Long, String, etc. Sparak 2.0 onwards:

**Dataframe = Dataset[Row]**

The “**withColumnRenamed**” is a method in “org.apache.spark.sql.**Dataset[Row]**“. If you drill down into this you will see all the methods supported by a Dataset.

<https://spark.apache.org/docs/latest/api/scala/org/apache/spark/sql/Dataset.html>

**Actions**

Dataset API : Actions

**Basic Dataset functions**

Spark API: Basic Dataset functions

**Streaming & Typed Transformations**

Spark API: Streaming & Typed transformations

**Untyped Transformations**

Where you will see agg(…), withColumnRenamed(..), etc.

Spark API: Untyped transformations

**Spark interview Q&As with coding examples in Scala – part 6**

Posted on [October 12, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-6/)

This extends [Spark interview Q&As with coding examples in Scala – part 5](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-5/) with more coding examples on Databricks Note book.

**Prerequisite**: Create a free account as per [Databricks getting started](https://www.java-success.com/01-databricks-getting-started-pyspark/). Login to [community.cloud.databricks.com](https://community.cloud.databricks.com/login.html), and click on “**Clusters**” to create a Spark cluster.

Given the below Data:

Databricks Employee Data

**groupBy & collect\_list**

Q38. How will you create a list of employees by “department” as a key?  
A38. Firstly, use “**map**” to create key/value pairs, and then **groupBy/collect\_list**.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | %scala    import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.Row    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal)    val df2 = df1.map(r => (r.getAs[String]("department"), new Employee(r.getAs[String]("name"), r.getAs[Int]("age"), BigDecimal(r.getAs[Double]("salary")))))  val df3 = df2.withColumnRenamed("\_1", "department")               .withColumnRenamed("\_2", "employee")    val df4 = df3.groupBy($"department")               .agg(collect\_list($"employee") as "employees")    df4.show(false)   //false to not truncate output |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | +-----------+----------------------------------------------------------------------------+  |department |employees                                                                   |  +-----------+----------------------------------------------------------------------------+  |ENGINEERING|[[Peter, 25, 35000.000000000000000000], [Sam, 34, 25000.000000000000000000]]|  |SALES      |[[John, 34, 45000.000000000000000000]]                                      |  |FINANCE    |[[Rob, 26, 42000.000000000000000000]]                                       |  +-----------+----------------------------------------------------------------------------+ |

**map**

“**map**” is applied to each element. One input is transformed to one output.

Q39. How will you apply 10% salary increase to all employees?  
A39. **Note**: r.getAs[Seq[Row]] is to get the Array of StructType.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | ...  val df5 = df4.map(r =>         (           r.getAs[String]("department"),r.getAs[Seq[Row]]("employees").map(r =>                new Employee(r.getAs[String]("name"), r.getAs[Int]("age"),(r.getAs[java.math.BigDecimal]("salary").multiply(java.math.BigDecimal.valueOf(1.1)))))          )).withColumnRenamed("\_1", "department")            .withColumnRenamed("\_2", "employees")  df5.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | +-----------+----------------------------------------------------------------------------+  |department |employee                                                                    |  +-----------+----------------------------------------------------------------------------+  |ENGINEERING|[[Peter, 25, 38500.000000000000000000], [Sam, 34, 27500.000000000000000000]]|  |SALES      |[[John, 34, 49500.000000000000000000]]                                      |  |FINANCE    |[[Rob, 26, 46200.000000000000000000]]                                       |  +-----------+----------------------------------------------------------------------------+ |

**select & explode**

Q40. How will you convert array of employees shown above to one employee per row?  
A40. use the explode function.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | ....  import org.apache.spark.sql.functions.\_    val df6 = df5.select($"department", explode($"employees").alias("employee"))  df6.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | +-----------+-------------------------------------+  |department |employee                             |  +-----------+-------------------------------------+  |ENGINEERING|[Peter, 25, 38500.000000000000000000]|  |ENGINEERING|[Sam, 34, 27500.000000000000000000]  |  |SALES      |[John, 34, 49500.000000000000000000] |  |FINANCE    |[Rob, 26, 46200.000000000000000000]  |  +-----------+-------------------------------------+ |

**withColumn & drop**

Q41. How will you split each field of employee into separate columns as name, age & salary?  
A41.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | val df7 = df6.withColumn("name", $"employee.name")               .withColumn("age", $"employee.age")               .withColumn("salary", $"employee.salary")               .drop($"employee")      df7.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | +-----------+-----+---+------------------------+  |department |name |age|salary                  |  +-----------+-----+---+------------------------+  |ENGINEERING|Peter|25 |38500.000000000000000000|  |ENGINEERING|Sam  |34 |27500.000000000000000000|  |SALES      |John |34 |49500.000000000000000000|  |FINANCE    |Rob  |26 |46200.000000000000000000|  +-----------+-----+---+------------------------+ |

**cast**

Q42. Why is the salary displayed to 18 decimal places? Can it be displayed at 2 decimal places?  
A42. By default spark will infer the schema of the Decimal type (or BigDecimal) in a case class to be DecimalType(38, 18).

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | import org.apache.spark.sql.types.DecimalType    val df8 = df7.withColumn("salary", $"salary".cast(DecimalType(10,2)))    df8.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | +-----------+-----+---+--------+  |department |name |age|salary  |  +-----------+-----+---+--------+  |ENGINEERING|Peter|25 |38500.00|  |ENGINEERING|Sam  |34 |27500.00|  |SALES      |John |34 |49500.00|  |FINANCE    |Rob  |26 |46200.00|  +-----------+-----+---+--------+ |

**printSchema**

Q43. In Q39, how did you find it is “Array of StructType” to use r.getAs[Seq[Row]] A43. In Scala, StructType is mapped to org.apache.spark.sql.**Row** & Array is a “Seq”. You can use printSchema on the df4.

Java

|  |  |
| --- | --- |
| 1  2  3 | df4.printSchema() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | root  |-- department: string (nullable = true)  |-- employees: array (nullable = true)  |    |-- element: struct (containsNull = false)  |    |    |-- name: string (nullable = true)  |    |    |-- age: integer (nullable = false)  |    |    |-- salary: decimal(38,18) (nullable = true) |

“employees” is of type “array” & “element” is of type “struct”.

**Complete code on Databricks**

Spark Scala on Databricks coding

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48 | %scala    import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.Row    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal)    val df2 = df1.map(r => (r.getAs[String]("department"), new Employee(r.getAs[String]("name"), r.getAs[Int]("age"), BigDecimal(r.getAs[Double]("salary")))))  val df3 = df2.withColumnRenamed("\_1", "department")               .withColumnRenamed("\_2", "employee")    val df4 = df3.groupBy($"department")               .agg(collect\_list($"employee") as "employees")    df4.show(false)    df4.printSchema()    import org.apache.spark.sql.types.DecimalType    val df5 = df4.map(r =>         (           r.getAs[String]("department"),r.getAs[Seq[Row]]("employees").map(r =>                new Employee(r.getAs[String]("name"), r.getAs[Int]("age"),(r.getAs[java.math.BigDecimal]("salary").multiply(java.math.BigDecimal.valueOf(1.1)))))          )).withColumnRenamed("\_1", "department")            .withColumnRenamed("\_2", "employees")  df5.show(false)    import org.apache.spark.sql.functions.\_    val df6 = df5.select($"department", explode($"employees").alias("employee"))  df6.show(false)    val df7 = df6.withColumn("name", $"employee.name")               .withColumn("age", $"employee.age")               .withColumn("salary", $"employee.salary")               .drop($"employee")    df7.show(false)    val df8 = df7.withColumn("salary", $"salary".cast(DecimalType(10,2)))    df8.show(false) |

**Spark interview Q&As with coding examples in Scala – part 7**

Posted on [October 13, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-7/)

This extends [Spark interview Q&As with coding examples in Scala – part 6](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-6/) with more coding examples on Databricks Note book.

**Prerequisite**: Create a free account as per [Databricks getting started](https://www.java-success.com/01-databricks-getting-started-pyspark/). Login to [community.cloud.databricks.com](https://community.cloud.databricks.com/login.html), and click on “**Clusters**” to create a Spark cluster.

Given the below Data:

Databricks Employee Data

**flatMap**

Q44. How will you display salary & 10% bonus for each employee names as separate rows?  
A44. **flatMap** is a narrow transformation that takes an element & returns an array, list or sequence. The flatMap() is used to produce multiple output elements for each input element.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | %scala    import scala.math.BigDecimal    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal)    // flatMap returns a List of Tuples  val df2 = df1.flatMap(r => {      List( (r.getAs[String]("name"),BigDecimal(r.getAs[Double]("salary"))),            (r.getAs[String]("name") + "\_bonus", BigDecimal(r.getAs[Double]("salary"))\*BigDecimal(0.1)))  })    df2.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | +-----------+------------------------+  |\_1         |\_2                      |  +-----------+------------------------+  |Peter      |35000.000000000000000000|  |Peter\_bonus|3500.000000000000000000 |  |John       |45000.000000000000000000|  |John\_bonus |4500.000000000000000000 |  |Rob        |42000.000000000000000000|  |Rob\_bonus  |4200.000000000000000000 |  |Sam        |25000.000000000000000000|  |Sam\_bonus  |2500.000000000000000000 |  +-----------+------------------------+ |

**map**

Q44. What will be the output if you had use a map instead of flatMap?  
A44. The map() transformation takes in a function and applies it to each element in the RDD and the result of the function is a new value of each element in the resulting RDD.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | %scala    import scala.math.BigDecimal    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal)    val df2 = df1.map(r => {      List( (r.getAs[String]("name"),BigDecimal(r.getAs[Double]("salary"))),            (r.getAs[String]("name") + "\_bonus", BigDecimal(r.getAs[Double]("salary"))\*BigDecimal(0.1))) // List of Tuples  })  df2.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | +---------------------------------------------------------------------------+  |value                                                                      |  +---------------------------------------------------------------------------+  |[[Peter, 35000.000000000000000000], [Peter\_bonus, 3500.000000000000000000]]|  |[[John, 45000.000000000000000000], [John\_bonus, 4500.000000000000000000]]  |  |[[Rob, 42000.000000000000000000], [Rob\_bonus, 4200.000000000000000000]]    |  |[[Sam, 25000.000000000000000000], [Sam\_bonus, 2500.000000000000000000]]    |  +---------------------------------------------------------------------------+ |

**mapPartitions**

Q45. What is the purpose of **mapPartitions**?  
A45. If you have 10000 elements distributed across 10 partitions i.e. 1000 elements/partition. The map() transformation will call the function 10000 times for each element, whereas **mapPartitions** will call the function 10 times for each partition. It returns the result once all partitions are executed & data is held in memory.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | %scala    import scala.math.BigDecimal    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal)    val df2 = df1.flatMap(r => {      List( (r.getAs[String]("name"),BigDecimal(r.getAs[Double]("salary"))),            (r.getAs[String]("name") + "\_bonus", BigDecimal(r.getAs[Double]("salary"))\*BigDecimal(0.1))) // List of Tuples  })  df2.show(false)    //it is iterator  val df3 = df2.mapPartitions(it => {     //any expensive operation like getting a database connection     //for each partition       it.map(row => {       //for each element in the partition       (row.\_1 + " earned " + row.\_2)       })    })    df3.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | +-----------+------------------------+  |\_1         |\_2                      |  +-----------+------------------------+  |Peter      |35000.000000000000000000|  |Peter\_bonus|3500.000000000000000000 |  |John       |45000.000000000000000000|  |John\_bonus |4500.000000000000000000 |  |Rob        |42000.000000000000000000|  |Rob\_bonus  |4200.000000000000000000 |  |Sam        |25000.000000000000000000|  |Sam\_bonus  |2500.000000000000000000 |  +-----------+------------------------+    +--------------------------+  |value                     |  +--------------------------+  |Peter earned 35000.0      |  |Peter\_bonus earned 3500.00|  |John earned 45000.0       |  |John\_bonus earned 4500.00 |  |Rob earned 42000.0        |  |Rob\_bonus earned 4200.00  |  |Sam earned 25000.0        |  |Sam\_bonus earned 2500.00  |  +--------------------------+ |

**mapValues**

Q46. What is **mapValues**? How does it differ from map?  
A46. **mapValues** applicable to only PairRDDs with RDD[(key, value)] tuples. mapValues operates on the value only, whilst map operates on the entire record of tuple with key and value (E.g. RDD[(key, value)]).

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | %scala    import scala.math.BigDecimal    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal)    val df2 = df1.map(x => (x.getAs[String]("name"),BigDecimal(x.getAs[Double]("salary"))))    df2.show(false)    val rdd1 = df2.rdd.mapValues(x => x\*BigDecimal(1.1))    //Dataframe to RDD  val df3 = rdd1.toDF                                     //RDD to Dataframe    df3.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | +-----+------------------------+  |\_1   |\_2                      |  +-----+------------------------+  |Peter|35000.000000000000000000|  |John |45000.000000000000000000|  |Rob  |42000.000000000000000000|  |Sam  |25000.000000000000000000|  +-----+------------------------+    +-----+------------------------+  |\_1   |\_2                      |  +-----+------------------------+  |Peter|38500.000000000000000000|  |John |49500.000000000000000000|  |Rob  |46200.000000000000000000|  |Sam  |27500.000000000000000000|  +-----+------------------------+ |

# Spark interview Q&As with coding examples in Scala – part 8

Posted on [October 24, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-8/)

This extends [Spark interview Q&As with coding examples in Scala – part 7](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-7/) with more coding examples on Databricks Note book.

**Prerequisite**: Create a free account as per [Databricks getting started](https://www.java-success.com/01-databricks-getting-started-pyspark/). Login to [community.cloud.databricks.com](https://community.cloud.databricks.com/login.html), and click on “**Clusters**” to create a Spark cluster.

Given the below Data:

Databricks Employee Data

**Pivot**

Q47. How will you display salary across different departments?  
A47. “**pivot**” to the rescue.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | %scala    import scala.math.BigDecimal    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal, department: String)    val df2 = df1.groupBy("name")               .pivot("department")               .sum("salary")    df2.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | +-----+-----------+-------+-------+  |name |ENGINEERING|FINANCE|SALES  |  +-----+-----------+-------+-------+  |John |null       |null   |45000.0|  |Sam  |25000.0    |null   |null   |  |Rob  |null       |42000.0|null   |  |Peter|35000.0    |null   |null   |  +-----+-----------+-------+-------+ |

If you already know the distinct values of **department**, then a more performant code would be

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | %scala    import scala.math.BigDecimal    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal, department: String)    val df2 = df1.groupBy("name")               .pivot("department", Seq("ENGINEERING", "FINANCE", "SALES"))               .sum("salary")    df2.show(false) |

Q48. How will you display total & average salaries by age & department?  
A48.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | %scala    import scala.math.BigDecimal    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal, department: String)    val df2 = df1.groupBy("age")               .pivot("department")               .agg(sum("salary"), avg("salary"))    df2.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | +---+-----------------------+-----------------------+-------------------+-------------------+-----------------+-----------------+  |age|ENGINEERING\_sum(salary)|ENGINEERING\_avg(salary)|FINANCE\_sum(salary)|FINANCE\_avg(salary)|SALES\_sum(salary)|SALES\_avg(salary)|  +---+-----------------------+-----------------------+-------------------+-------------------+-----------------+-----------------+  |34 |25000.0                |25000.0                |null               |null               |45000.0          |45000.0          |  |26 |null                   |null                   |42000.0            |42000.0            |null             |null             |  |25 |35000.0                |35000.0                |null               |null               |null             |null             |  +---+-----------------------+-----------------------+-------------------+-------------------+-----------------+-----------------+ |

**Unpivot with selectExpr and stack**

Q49. How will you Unpivot?  
A49. **selectExpr** & **stack** to the rescue.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | %scala    import scala.math.BigDecimal  import org.apache.spark.sql.functions.\_    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal, department: String)    val df2 = df1.groupBy("name")               .pivot("department", Seq("ENGINEERING", "FINANCE", "SALES"))               .sum("salary")    println("=======pivoted========")  df2.show(false)    val df3 = df2.selectExpr("name", "stack(3, 'ENGINEERING', ENGINEERING, 'FINANCE', FINANCE, 'SALES', SALES) as (Department,Salary)")                .filter($"Salary".isNotNull)  // remove nulls    println("=======unpivoted========")  df3.show(); |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | =======pivoted========  +-----+-----------+-------+-------+  |name |ENGINEERING|FINANCE|SALES  |  +-----+-----------+-------+-------+  |John |null       |null   |45000.0|  |Sam  |25000.0    |null   |null   |  |Rob  |null       |42000.0|null   |  |Peter|35000.0    |null   |null   |  +-----+-----------+-------+-------+    =======unpivoted========  +-----+-----------+-------+  | name| Department| Salary|  +-----+-----------+-------+  | John|      SALES|45000.0|  |  Sam|ENGINEERING|25000.0|  |  Rob|    FINANCE|42000.0|  |Peter|ENGINEERING|35000.0|  +-----+-----------+-------+ |

**agg & first**

Q50. How will you create a pivot without aggregating the values?  
A50. If your goal is pivoting and not aggregation, then you can use **first** (or any other function not restricted to numeric values).

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | %scala    import scala.math.BigDecimal    val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal, department: String)    val df2 = df1.groupBy("name")               .pivot("department", Seq("ENGINEERING", "FINANCE", "SALES"))               .agg(first("age"))    println("=======pivoted========")  df2.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | =======pivoted========  +-----+-----------+-------+-----+  |name |ENGINEERING|FINANCE|SALES|  +-----+-----------+-------+-----+  |John |null       |null   |34   |  |Sam  |34         |null   |null |  |Rob  |null       |26     |null |  |Peter|25         |null   |null |  +-----+-----------+-------+-----+ |

**agg, first & struct**

Q51. What if you want to display the age along with salary?  
A51.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | %scala    import scala.math.BigDecimal      val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal, department: String)    val df2 = df1.groupBy("name")               .pivot("department", Seq("ENGINEERING", "FINANCE", "SALES"))               .agg(first(struct("age", "salary")))    println("=======pivoted========")  df2.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | =======pivoted========  +-----+-------------+-------------+-------------+  |name |ENGINEERING  |FINANCE      |SALES        |  +-----+-------------+-------------+-------------+  |John |null         |null         |[34, 45000.0]|  |Peter|[25, 35000.0]|null         |null         |  |Rob  |null         |[26, 42000.0]|null         |  |Sam  |[34, 25000.0]|null         |null         |  +-----+-------------+-------------+-------------+ |

**agg & collect\_set or collect\_list**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | %scala    import scala.math.BigDecimal      val df1 = spark.read.parquet("/employees")  df1.cache()    case class Employee(name: String, age: Int, salary: BigDecimal, department: String)    val df2 = df1.groupBy("name")               .pivot("department", Seq("ENGINEERING", "FINANCE", "SALES"))               .agg(collect\_set(struct("age", "salary")))      println("=======pivoted========")  df2.show(false) |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | =======pivoted========  +-----+---------------+---------------+---------------+  |name |ENGINEERING    |FINANCE        |SALES          |  +-----+---------------+---------------+---------------+  |Peter|[[25, 35000.0]]|[]             |[]             |  |John |[]             |[]             |[[34, 45000.0]]|  |Rob  |[]             |[[26, 42000.0]]|[]             |  |Sam  |[[34, 25000.0]]|[]             |[]             |  +-----+---------------+---------------+---------------+ |

**Spark interview Q&As with coding examples in Scala – part 9**

Posted on [November 1, 2020](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-9/)

This extends [Spark interview Q&As with coding examples in Scala – part 8](https://www.java-success.com/spark-interview-qas-with-coding-examples-in-scala-part-8/) with more coding examples on Databricks Note book.

**Prerequisite**: Create a free account as per [Databricks getting started](https://www.java-success.com/01-databricks-getting-started-pyspark/). Login to [community.cloud.databricks.com](https://community.cloud.databricks.com/login.html), and click on “**Clusters**” to create a Spark cluster.

**org.apache.spark.sql.functions.\_**

Q52. What are the different types of functions in Spark?  
A52. There are 4 types of functions:

1) **Built-in functions:** from org.apache.spark.sql.**functions** like to\_date(Column e), to\_utc\_timestamp(Column e), etc. Take values from a single row as input and, and return single value for each input row.

The API document for “**org.apache.spark.sql.functions**” can be found at https://spark.apache.org/docs/latest/api/scala/org/apache/spark/sql/functions$.html.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | %scala      import org.apache.spark.sql.functions.\_;  import org.apache.spark.sql.types.\_    val someDF = Seq((1)  ).toDF("seq")    // withColumn() creates a new column  // def lit(literal: Any): Column  // Creates a Column of literal value.  // def unix\_timestamp(s: Column, p: String): Column  // Converts time string with given pattern to Unix timestamp (in seconds).  // def cast(to: DataType): Column  //Casts the column to a different data type (i.e. SQL timestamp type).  val df2 = someDF.withColumn("local\_datetime", unix\_timestamp(lit("2017-08-01 14:30:00"), "yyyy-MM-dd HH:mm:ss").cast(TimestampType))    // def to\_utc\_timestamp(ts: Column, tz: Column): Column  // to\_utc\_timestamp(ts: Column, tz: Column): Column  // Given a timestamp like '2017-07-14 02:40:00.0', interprets it as a time in the given time zone,  // and renders that time as a timestamp in UTC. For example, 'GMT+1' would yield '2017-07-14 01:40:00.0'.  val df3 = df2.withColumn("utc\_datetime", to\_utc\_timestamp(df2("local\_datetime"), lit("GMT+10")))    df3.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | +---+-------------------+-------------------+  |seq|     local\_datetime|       utc\_datetime|  +---+-------------------+-------------------+  |  1|2017-08-01 14:30:00|2017-08-01 04:30:00|  +---+-------------------+-------------------+ |

2) **UDF**s (User Defined Functions): as the name implies defined by the users. Take values from a single row as input and, and return single value for each input row.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | %scala      val someDF = Seq(("John", "Australia"),  ("Peter", "AUS"),  ("Sam", "AU"),  ("Paul", "AUSTRALIA")    ).toDF("first\_name", "country")    //define a user defined function  def standardiseCountry = (country: String) => {    val allPossibleAustralia = Seq("AU", "AUS", "AUSTRALIA")    if (allPossibleAustralia.contains(country.toUpperCase())) {      "AUS"    }    else {      "UNKNOWN"    }  }    //Register it  val normalisedCountry = spark.udf.register("standardisedCountry",standardiseCountry)    //Use it  val df2 = someDF.withColumn("normalised\_country", normalisedCountry($"country"))  df2.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | +----------+---------+------------------+  |first\_name|  country|normalised\_country|  +----------+---------+------------------+  |      John|Australia|               AUS|  |     Peter|      AUS|               AUS|  |       Sam|       AU|               AUS|  |      Paul|AUSTRALIA|               AUS|  +----------+---------+------------------+ |

3) Aggregate functions: like SUM, MAX, AVG, MIN, etc, which operate on a group of rows and calculate a single return value for every group.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46 | %scala      import org.apache.spark.sql.functions.\_    val someDF = Seq(("John", "USA", 35000.00),  ("Peter", "AUS", 45000.00),  ("Sam", "AUS", 75000.00),  ("Paul", "USA", 85000.0)    ).toDF("first\_name", "country", "salary")    //max salary by country  someDF.groupBy($"country")        .agg(max($"salary"))        .show()    //min salary by country  someDF.groupBy($"country")        .agg(min($"salary"))        .show()    //count of salary by country  someDF.groupBy($"country")        .agg(count($"salary"))        .show()    //avg salary by country  someDF.groupBy($"country")        .agg(avg($"salary"))        .show()    //sum of salary by country  someDF.groupBy($"country")        .agg(sum($"salary"))        .show()    someDF.groupBy($"country")        .agg(max($"salary"), min($"salary"), count($"salary"), avg($"salary"), sum($"salary"))        .show()    someDF.groupBy($"country")        .agg(max($"salary").alias("max\_salary"), min($"salary").alias("min\_salary"), count($"salary").alias("salary\_count"), avg($"salary").alias("avg\_salary"), sum($"salary").alias("total\_salary"))        .show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50 | +-------+-----------+  |country|max(salary)|  +-------+-----------+  |    USA|    85000.0|  |    AUS|    75000.0|  +-------+-----------+    +-------+-----------+  |country|min(salary)|  +-------+-----------+  |    USA|    35000.0|  |    AUS|    45000.0|  +-------+-----------+    +-------+-------------+  |country|count(salary)|  +-------+-------------+  |    USA|            2|  |    AUS|            2|  +-------+-------------+    +-------+-----------+  |country|avg(salary)|  +-------+-----------+  |    USA|    60000.0|  |    AUS|    60000.0|  +-------+-----------+    +-------+-----------+  |country|sum(salary)|  +-------+-----------+  |    USA|   120000.0|  |    AUS|   120000.0|  +-------+-----------+    +-------+-----------+-----------+-------------+-----------+-----------+  |country|max(salary)|min(salary)|count(salary)|avg(salary)|sum(salary)|  +-------+-----------+-----------+-------------+-----------+-----------+  |    USA|    85000.0|    35000.0|            2|    60000.0|   120000.0|  |    AUS|    75000.0|    45000.0|            2|    60000.0|   120000.0|  +-------+-----------+-----------+-------------+-----------+-----------+    +-------+----------+----------+------------+----------+------------+  |country|max\_salary|min\_salary|salary\_count|avg\_salary|total\_salary|  +-------+----------+----------+------------+----------+------------+  |    USA|   85000.0|   35000.0|           2|   60000.0|    120000.0|  |    AUS|   75000.0|   45000.0|           2|   60000.0|    120000.0|  +-------+----------+----------+------------+----------+------------+ |

4) Window functions: are useful if you want to operate on a group of rows, but return a single value for every input row. For example, ranking a group of rows, calculating the cumulative total, etc.

Q52. What are the caveats of using Spark UDFs?  
A52. Firstly, and most importantly use UDFs only if you cannot find a suitable “**built-in**” function. This is because UDFs are a blackbox for Spark and so it does not even try to optimise them. The use of UDFs can lead to the loss of constant folding and of predicate pushdown optimizations. So, use UDFs only as a last resort, and when you use it:

Java

|  |  |
| --- | --- |
| 1  2  3  4 | //always check yourself using  dataframe.explain(true) |

Secondly, when using UDFs, user needs to handle all exceptional scenarios like handling null values. In the above UDF example, “country.toUpperCase()” can throw a “java.lang.**NullPointerException**” if the value passed for a country is null. So, proper testing is required for the UDFs.

Q53. What are the different types of window functions in Spark?  
A53.

**Ranking**: rank, dense\_rank, percent\_rank, row\_num, and ntile

**Aggregate**: min, max, avg, count, and sum.

**Analytical** : cume\_dist, lag, and lead

**Custom boundary** : rangeBetween and rowsBetween

Q54. Describe **ranking** window function with an example?  
A54. The example below shows how the ranking function can be used over a window of “**first\_name**” & “**country**“. As you can see it is very handy to rank and filter the latest salry by “**created\_dt**“.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | %scala      import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.expressions.Window    val format = new java.text.SimpleDateFormat("yyyy-MM-dd")    val someDF = Seq(("John", "USA", 35000.00, new java.sql.Date(format.parse("2017-06-02").getTime())),  ("Peter", "AUS", 45000.00, new java.sql.Date(format.parse("2017-07-02").getTime())),  ("Sam", "AUS", 75000.00, new java.sql.Date(format.parse("2017-02-02").getTime())),  ("Paul", "USA", 85000.0, new java.sql.Date(format.parse("2017-03-02").getTime())),  ("Sam", "AUS", 95000.00, new java.sql.Date(format.parse("2019-02-02").getTime())),  ("Paul", "USA", 105000.0, new java.sql.Date(format.parse("2020-03-02").getTime()))      ).toDF("first\_name", "country", "salary", "created\_dt")    someDF.show()    val winSpec = Window.partitionBy("first\_name", "country").orderBy($"created\_dt".desc)    val ranked\_salary\_df = someDF.withColumn("rank", rank().over(winSpec))    ranked\_salary\_df.show()    val current\_salry\_df = ranked\_salary\_df.filter($"rank" === 1)    current\_salry\_df.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32 | +----------+-------+--------+----------+  |first\_name|country|  salary|created\_dt|  +----------+-------+--------+----------+  |      John|    USA| 35000.0|2017-06-02|  |     Peter|    AUS| 45000.0|2017-07-02|  |       Sam|    AUS| 75000.0|2017-02-02|  |      Paul|    USA| 85000.0|2017-03-02|  |       Sam|    AUS| 95000.0|2019-02-02|  |      Paul|    USA|105000.0|2020-03-02|  +----------+-------+--------+----------+    +----------+-------+--------+----------+----+  |first\_name|country|  salary|created\_dt|rank|  +----------+-------+--------+----------+----+  |      John|    USA| 35000.0|2017-06-02|   1|  |      Paul|    USA|105000.0|2020-03-02|   1|  |      Paul|    USA| 85000.0|2017-03-02|   2|  |     Peter|    AUS| 45000.0|2017-07-02|   1|  |       Sam|    AUS| 95000.0|2019-02-02|   1|  |       Sam|    AUS| 75000.0|2017-02-02|   2|  +----------+-------+--------+----------+----+    +----------+-------+--------+----------+----+  |first\_name|country|  salary|created\_dt|rank|  +----------+-------+--------+----------+----+  |      John|    USA| 35000.0|2017-06-02|   1|  |      Paul|    USA|105000.0|2020-03-02|   1|  |     Peter|    AUS| 45000.0|2017-07-02|   1|  |       Sam|    AUS| 95000.0|2019-02-02|   1|  +----------+-------+--------+----------+----+ |

Q55. Describe **Aggregate** window function with an example?  
A55. You can calculate the average salary over a window as shown below.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | %scala      import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.expressions.Window    val format = new java.text.SimpleDateFormat("yyyy-MM-dd")    val someDF = Seq(("John", "USA", 35000.00, new java.sql.Date(format.parse("2017-06-02").getTime())),  ("Peter", "AUS", 45000.00, new java.sql.Date(format.parse("2017-07-02").getTime())),  ("Sam", "AUS", 75000.00, new java.sql.Date(format.parse("2017-02-02").getTime())),  ("Paul", "USA", 85000.0, new java.sql.Date(format.parse("2017-03-02").getTime())),  ("Sam", "AUS", 95000.00, new java.sql.Date(format.parse("2019-02-02").getTime())),  ("Paul", "USA", 105000.0, new java.sql.Date(format.parse("2020-03-02").getTime()))      ).toDF("first\_name", "country", "salary", "created\_dt")    val winSpec = Window.partitionBy("first\_name", "country")    val average\_salary\_df = someDF.withColumn("avg\_salary", avg("salary").over(winSpec))                                .dropDuplicates("first\_name", "country", "avg\_salary")    average\_salary\_df.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | +----------+-------+-------+----------+----------+  |first\_name|country| salary|created\_dt|avg\_salary|  +----------+-------+-------+----------+----------+  |      John|    USA|35000.0|2017-06-02|   35000.0|  |      Paul|    USA|85000.0|2017-03-02|   95000.0|  |     Peter|    AUS|45000.0|2017-07-02|   45000.0|  |       Sam|    AUS|75000.0|2017-02-02|   85000.0|  +----------+-------+-------+----------+----------+ |

Q56. Describe **Analytical** window function with an example?  
A56. “**lag**” analytical function looks at the “x” number of rows prior to the current row. If “x” is one, then it looks at its previous row.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | %scala      import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.expressions.Window    val format = new java.text.SimpleDateFormat("yyyy-MM-dd")    val someDF = Seq(("John", "USA", 35000.00, new java.sql.Date(format.parse("2017-06-02").getTime())),  ("Peter", "AUS", 45000.00, new java.sql.Date(format.parse("2017-07-02").getTime())),  ("Sam", "AUS", 75000.00, new java.sql.Date(format.parse("2017-02-02").getTime())),  ("Paul", "USA", 85000.0, new java.sql.Date(format.parse("2017-03-02").getTime())),  ("Sam", "AUS", 95000.00, new java.sql.Date(format.parse("2019-02-02").getTime())),  ("Paul", "USA", 105000.0, new java.sql.Date(format.parse("2020-03-02").getTime()))      ).toDF("first\_name", "country", "salary", "created\_dt")    val winSpec = Window.partitionBy("country").orderBy($"country".asc)    val lag\_salary\_df = someDF.withColumn("lag\_salary", lag("salary", 1).over(winSpec))    lag\_salary\_df.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | +----------+-------+--------+----------+----------+  |first\_name|country|  salary|created\_dt|lag\_salary|  +----------+-------+--------+----------+----------+  |     Peter|    AUS| 45000.0|2017-07-02|      null|  |       Sam|    AUS| 75000.0|2017-02-02|   45000.0|  |       Sam|    AUS| 95000.0|2019-02-02|   75000.0|  |      John|    USA| 35000.0|2017-06-02|      null|  |      Paul|    USA| 85000.0|2017-03-02|   35000.0|  |      Paul|    USA|105000.0|2020-03-02|   85000.0|  +----------+-------+--------+----------+----------+ |

Q57. Describe **Custom boundary** window function with an example?  
A57. Create a window where start of the window is “**one row prior to current**” and “**end is one row after current row**” with **rowsBetween**. You can find the average salary in that window.

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | %scala      import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.expressions.Window    val format = new java.text.SimpleDateFormat("yyyy-MM-dd")    val someDF = Seq(("John", "USA", 35000.00, new java.sql.Date(format.parse("2017-06-02").getTime())),  ("Peter", "AUS", 45000.00, new java.sql.Date(format.parse("2017-07-02").getTime())),  ("Sam", "AUS", 75000.00, new java.sql.Date(format.parse("2017-02-02").getTime())),  ("Paul", "USA", 85000.0, new java.sql.Date(format.parse("2017-03-02").getTime())),  ("Sam", "AUS", 95000.00, new java.sql.Date(format.parse("2019-02-02").getTime())),  ("Paul", "USA", 105000.0, new java.sql.Date(format.parse("2020-03-02").getTime()))      ).toDF("first\_name", "country", "salary", "created\_dt")    val winSpec = Window.partitionBy("country").orderBy($"first\_name".asc).rowsBetween(-1, 1)    val average\_salary\_df = someDF.withColumn("avg\_salary", avg("salary").over(winSpec))    average\_salary\_df.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | +----------+-------+--------+----------+-----------------+  |first\_name|country|  salary|created\_dt|       avg\_salary|  +----------+-------+--------+----------+-----------------+  |     Peter|    AUS| 45000.0|2017-07-02|          60000.0|  |       Sam|    AUS| 75000.0|2017-02-02|71666.66666666667|  |       Sam|    AUS| 95000.0|2019-02-02|          85000.0|  |      John|    USA| 35000.0|2017-06-02|          60000.0|  |      Paul|    USA| 85000.0|2017-03-02|          75000.0|  |      Paul|    USA|105000.0|2020-03-02|          95000.0|  +----------+-------+--------+----------+-----------------+ |

What if you want to get a cumulative (i.e running) total?

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | //.....  val winSpec = Window.partitionBy("country").orderBy($"salary".asc).rowsBetween(Window.unboundedPreceding, Window.currentRow)    val cumulative\_salary\_df = someDF.withColumn("cumulative\_salary\_in\_range", sum("salary").over(winSpec))    cumulative\_salary\_df.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | +----------+-------+--------+----------+--------------------------+  |first\_name|country|  salary|created\_dt|cumulative\_salary\_in\_range|  +----------+-------+--------+----------+--------------------------+  |     Peter|    AUS| 45000.0|2017-07-02|                   45000.0|  |       Sam|    AUS| 75000.0|2017-02-02|                  120000.0|  |       Sam|    AUS| 95000.0|2019-02-02|                  215000.0|  |      John|    USA| 35000.0|2017-06-02|                   35000.0|  |      Paul|    USA| 85000.0|2017-03-02|                  120000.0|  |      Paul|    USA|105000.0|2020-03-02|                  225000.0|  +----------+-------+--------+----------+--------------------------+ |

Another example using **rangeBetween**:

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | %scala      import org.apache.spark.sql.functions.\_  import org.apache.spark.sql.expressions.Window    val format = new java.text.SimpleDateFormat("yyyy-MM-dd")    val someDF = Seq(("John", "USA", 35000.00, new java.sql.Date(format.parse("2017-06-02").getTime())),  ("Peter", "AUS", 45000.00, new java.sql.Date(format.parse("2017-07-02").getTime())),  ("Sam", "AUS", 75000.00, new java.sql.Date(format.parse("2017-02-02").getTime())),  ("Paul", "USA", 85000.0, new java.sql.Date(format.parse("2017-03-02").getTime())),  ("Sam", "AUS", 95000.00, new java.sql.Date(format.parse("2019-02-02").getTime())),  ("Paul", "USA", 105000.0, new java.sql.Date(format.parse("2020-03-02").getTime()))      ).toDF("first\_name", "country", "salary", "created\_dt")    val winSpec = Window.partitionBy("country").orderBy($"salary".asc).rangeBetween(Window.unboundedPreceding, 50000L)    val max\_salary\_df = someDF.withColumn("max\_salary\_in\_range", max("salary").over(winSpec))    max\_salary\_df.show() |

**Output:**

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | +----------+-------+--------+----------+-------------------+  |first\_name|country|  salary|created\_dt|max\_salary\_in\_range|  +----------+-------+--------+----------+-------------------+  |     Peter|    AUS| 45000.0|2017-07-02|            95000.0|  |       Sam|    AUS| 75000.0|2017-02-02|            95000.0|  |       Sam|    AUS| 95000.0|2019-02-02|            95000.0|  |      John|    USA| 35000.0|2017-06-02|            85000.0|  |      Paul|    USA| 85000.0|2017-03-02|           105000.0|  |      Paul|    USA|105000.0|2020-03-02|           105000.0|  +----------+-------+--------+----------+-------------------+ |

**Note**:

For **USA**, Row 1: **range start**= Window.unboundedPreceding = 35000, and range end = 35000 (i.e current) + 50000 = 85000, and 85000 is the max salary in that range.

For **USA**, Row 2: **range start**= Window.unboundedPreceding = 35000, and range end = 85000 (i.e current) + 50000 = 135000, and 105000 is the max salary.

For **USA**, Row 3: **range start**= Window.unboundedPreceding = 35000, and range end = 105000 (i.e current) + 50000 = 155000, and 105000 is the max salary in that range.
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